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Microtask programming [4] is a solution to promote distributed de-
velopment in industry. The key idea of microtask programming is to
reduce face-to-face communication across developers by splitting
the development task of software into independent microtasks. Such
microtasks can be completed by crowd workers who work remotely
and at their preferable time such as early morning. Dedicated devel-
opers who have the responsibility for the progress of development
split the task into microtasks, and distribute them to crowd workers.
Hence, microtask programming has these two actors. Our research
team reported that microtask programming has potential benefits
such as the fluidity of project assignments in industrial companies [4].
However, we suppose it still has challenges. In addition, it is still
unclear what are future research direction to support both actors in
microtask programming, though our research team has conducted
three studies for microtask programming so far [2–4].

We found three key challenges that lie ahead to employ microtask
programming in industry by our interview: well-being, encourage-
ment, and responsibility. We interviewed two developers (i. e., crowd
worker and dedicated developer), who had participated in the mi-
crotask programming project in [4], for 1.5 hours to clarify these
challenges and highlight future research direction. Our presentation
will describe our interview, these challenges, and future research
direction. We outline the challenges and the direction as follows.

Challenge 1: Well-being. Microtask programming currently af-
fects actors’ well-being. For example, dedicated developers are under
pressures. Crowd workers ask them all questions and concerns in
microtask programming. An interviewee, who was a dedicated de-
veloper, said if they receive a question from crowd workers, they are
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under a pressure to respond to the question quickly. This is because
1) they believed crowd workers wait for quick responses and 2) if
they delayed responding to questions, the progress of development
would be delayed. This pressure is not a serious problem in face-to-
face communication because dedicated developers can observe the
status of crowd workers and easily realize they wait for responses
or leave the desk and go to lunch. Hence, telling the status of crowd
workers to dedicated developers is important to mitigate the pressure
and achieve dedicated developers’ well-being. We believe that the
status should include not only active/inactive but what time they will
start the remaining microtasks again.

Challenge 2: Encouragement. It is also an important challenge
to encourage crowd workers. For example, in remote work, develop-
ers in industry feel that communication takes a lot of time because of
asynchronous communication [1]. Indeed, the interviewees said that
1) crowd workers want dedicated developers to respond quickly, 2)
even the response times in popular remote work situations (i. e., open
source software communities) are insufficient for crowd workers in
industry. Such communication would discourage crowd workers and
have them give up finishing the assigned task. This tendency would
lose the time that crowd workers spared for conducting microtasks
and delay the progress of the development.

Challenge 3: Responsibility. The responsibility in microtask
programming is currently unequally distributed. The important step
in microtask programming is to split the task into microtasks. Each
microtask is independent and can be completed individually. In other
words, crowd workers do not know the overview of the development
and have no responsibility for the progress of development. On
the other hand, dedicated developers have all responsibility for the
development. Indeed, the interviewee (i. e., dedicated developer)
said that they were nervous because of the over-concentration of
responsibility during all times of the project period. Hence, it is
important to distribute not only microtasks but the responsibility.

Future Research Direction. These challenges are important in
industrial companies for developers’ mental. We believe that re-
searchers in the MSR community can address them. For example,
we envision researchers can address the first challenge by implement-
ing a bot that is an intermediate between two actors. Specifically, the
bot delivers the appropriate number of questions at the appropriate
time to dedicated developers depending on when crowd workers
need the response. Also, the bot can be used to show the status of the
crowd workers. For example, crowd workers go to lunch and come
back in 1 hour or come back soon.
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